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# Введение

**Множество** — одно из ключевых понятий математики; это [**математический объект**](https://ru.wikipedia.org/wiki/%D0%9C%D0%B0%D1%82%D0%B5%D0%BC%D0%B0%D1%82%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%B8%D0%B9_%D0%BE%D0%B1%D1%8A%D0%B5%D0%BA%D1%82), сам являющийся набором, совокупностью, собранием каких-либо объектов, которые называются элементами этого множества и обладают общим для всех их характеристическим свойством. Для того, чтобы понять и разобраться, как устроено множество, была написана программа.

# Постановка задачи

Разработать структуру данных **множество** поддерживающую эффективное хранение множеств и выполняющую основные операций над множествами, освоить инструменты разработки программного обеспечения, такие как Git и Google Test.

Выполнение работы предполагает решение следующих задач:

1. Разработка интерфейса класса **TBitField.**

2. Реализация методов класса **TBitField**.

3. Разработка интерфейса класса **TSet**.

4. Реализация методов класса **TSet**.

5. Реализация нескольких простых тестов на базе **Google Test.**

# Руководство пользователя

На старте программы, нам предлагается ввести верхнюю границу множества( число , которого будет идти поиск простых чисел)
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Рис1. Старт работы

После корректного ввода границы, программа считает и печатает нам простые числа. Ниже ,подсчитывает сколько простых чисел в указанном диапазоне.

**![](data:image/jpeg;base64,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)**

Рис2. Ввод и подсчет чисел

## Руководство программиста

## Описание структуры программы

Программа написана на языке программирования C++. Программа состоит из 5 файлов: TBitField.h, TBitField.cpp, TSet.h, TSet.cpp, main.cpp .

В программе реализованы следующие классы:

1. **Класс «TBitField»**

Описание: реализует структуру хранения битовых полей

|  |
| --- |
| **TBitField** |
| * int TBitLen * PP\* pMem (insigned int) * int MemLen |
| “**constructor**”   * TBitField(int len * TBitField(const BitField& bf)   **“destructor”**   * ~TBitField()   “**interface**”   * int GetLength(void) const * void SetBit(const int n) * void ClrBit(const int n) * int GetBit(const int n) const * int operator== (const TBitField& bf) * TBitField& operator=(const TBitField& bf) * TBitField& operator|(const TBitField& bf) * TBitField& operator&(const TBitField& bf) * TBitField& operator~(void) * friend istream& operator>>(istream& istr, TBitField& bf) * friend ostream& operator<<(ostream& ostr, const TBitField&bf) |

В следующей таблице указано применение данных и методов класса.

|  |  |  |
| --- | --- | --- |
| **№** | **Данные** | **Хранит** |
| 1 | BitLen | Длина битового поля |
| 2 | PP\* pMem | Динамическая память битового поля |
| 3 | MemLen | Кол-во элементов битового поля |
|  | | |
| **№** | **Методы** | **Применение** |
| 1 | GetLength | Возвращает длину строки |
| 2 | SetBit | Устанавливает бит из n позиции |
| 3 | ClrBit | Чистит бит |
| 4 | GetBit | Получает значение бита |
| 5 | operator== | Операция сравнения |
| 6 | operator| | Операция пересечения множества (или) |
| 7 | operator& | Операция объединения множества (и) |
| 8 | operator~ | Операция логического отрицания(не) |
| 9 | operator>> | Операция ввода |
| 10 | Operator<< | Операция вывода |
| 11 | operator= | Операция присваивания |

1. **Класс «Set»**

Описание: модуль с классом, реализующий обработку Множеств

|  |
| --- |
| **Set** |
| * int MaxPower * TBitField BF |
| “**constructor**”   * Set(int mp) * Set(const Set& s)   Set(const BitField& bf)  “**interface**”   * int GetMaxPower(void) const; * void InsElem(const int n) * void DelElem(const int n) * int IsMember(const int n) const * int operator== (const Set& s) * Set& operator=(const Set& s) * Set operator+ (const Set& s) * Set operator\* (const Set& s) * Set operator~ (void * friend istream& operator>>(istream& istr, Set& bf) * friend ostream& operator<<(ostream& ostr, const Set&) |

В следующей таблице указано применение данных и методов класса.

|  |  |  |
| --- | --- | --- |
| **№** | **Данные** | **Хранит** |
| 1 | MaxPower | Максимальная мощность множества |
| 2 | BitField BF | Битовое поле для хранения характеристического вектора |
|  | | |
| **№** | **Методы** | **Применение** |
| 1 | GetMaxPower | Получение максимально мощности множества |
| 2 | InsElem | Включить элемент в множество |
| 3 | DelElem | Удаление элемента в множестве |
| 4 | IsMember | Проверка наличия элементов в множестве |
| 5 | operator== | Оператор сравнения |
| 6 | operator= | Оператор присваивания |
| 7 | operator+ | Оператор объединения |
| 8 | operator\* | Оператор пересечения |
| 9 | operator~ | Оператор дополнения |
| 10 | operator>> | Оператор ввода |
| 11 | Operator<< | Оператор вывода |

## Описание алгоритмов

В классе «TBitField» реализованы методы для работы с битовыми полями.

1) Метод «GetLength»

Данный метод возвращает значение длинны битового поля.

Ниже приведен псевдокод алгоритма:

**Функция GetLength (void) const**

{

**вернуть** TBitLen;

}

2) Метод «TSetBit»

Данный метод позволяет установить бит (т.е. 1) в позицию n.

Ниже приведен псевдокод алгоритма:

**Функция TSetBit (const int n)**

{

**если**  ((n > -1) **и** (n < TBitLen)) **тогда**

pMem[GetMemIndex(n)] |= GetMemMask(n);

}

3) Метод «ClrBit »

Данный метод позволяет очистить бит в позиции n.

Ниже приведен псевдокод алгоритма:

**Функция ClrBit (const int n)**

{

**если**  ((n > -1) **и** (n < BitLen)) **тогда**

pMem[GetMemIndex(n)] &=~GetMemMask(n);

}

4) Метод «GetBit»

Данный метод позволяет получить значение бита в позиции n.

Ниже приведен псевдокод алгоритма:

**Функция GetBit (const int n) const**

{

**если** ((n > -1) **и** (n < BitLen)) **тогда**

**вернуть** pMem[GetMemIndex(n)] & GetMemMask(n);

**вернуть** 0;

}

5) Метод «operator=»

Данный метод перегружает операцию присваивания (знак «=»).

Ниже приведен псевдокод алгоритма:

**Функция operator=(const TBitField &bf)**

{

TBitLen = bf.TBitLen;

**если** (MemLen **неравно** bf.MemLen) **тогда**  {

MemLen = bf.MemLen;

**если** (pMem **неравно** NULL) **тогда**

**удалить** pMem;

pMem = **создать память** UI[MemLen];

}

**если** (pMem **неравно** NULL) **тогда**

**цикл от** int i = 0; **до** i < MemLen; **с шагом** i++)

pMem[i] = bf.pMem[i];

**вернуть неявный указатель на объект**;

}

6) Метод «operator==»

Данный метод перегружает операцию сравнения и возвращает 1 – истина или 0 - ложь (знак «==»).

Ниже приведен псевдокод алгоритма:

**Функция operator==(const TBitField &bf)**

{

int res = 1;

**если** (TBitLen неравно bf.TBitLen) **тогда**

res = 0;

**иначе**

**цикл от** int i=0; **до** i<MemLen; **с шагом** i++

**если**  (pMem[i] **неравно** bf.pMem[i]) **тогда**  {

res = 0;

**прекрати**;

}

**вернуть** res;

}

7) Метод «operator|»

Данный метод перегружает операцию «ИЛИ» (знак «|»).

Ниже приведен псевдокод алгоритма:

**Функция operator|(const TBitField &bf)**

{

int i, len = BitLen;

**если** (bf.BitLen > len) **тогда**

len = bf.BitLen;

BitField temp(len);

**цикл от** i = 0; **до** i < MemLen; **с шагом** i++)

temp.pMem[i] = pMem[i];

**цикл от** i = 0; **до** i < bf.MemLen; **с шагом** i++)

temp.pMem[i] |= bf.pMem[i];

**вернуть** temp;

}

8) Метод «operator&»

Данный метод перегружает операцию «И» (знак «&»).

Ниже приведен псевдокод алгоритма:

**Функция operator& (const TBitField &bf)**

{

int i, len = TBitLen;

**если** (bf.TBitLen > len) **тогда**

len = bf.TBitLen;

TBitField temp(len);

**цикл от** int i = 0; **до** i < MemLen; **с шагом** i++)

temp.pMem[i] = pMem[i];

**цикл от** i = 0; **до** i = bf.MemLen; **с шагом** i++)

temp.pMem[i] &= bf.pMem[i];

**вернуть** temp;

}

9) Метод «operator~»

Данный метод перегружает операцию «отрицание» (знак «~»).

Ниже приведен псевдокод алгоритма:

**Функция operator~ (void)**

{

int i, len = TBitLen;

TBitField temp(len);

**цикл от** int i = 0; **до** i < MemLen; **с шагом** i++)

temp.pMem[i] = ~pMem[i];

**вернуть** temp;

}

В классе «TSet» реализованы методы для работы с элементами множества и множествами.

1) Метод «GetMaxPower»

Данный метод возвращает максимальную мощность множества.

Ниже приведен псевдокод алгоритма:

**Функция GetMaxPower(void) const**

{

**вернуть** MaxPower;

}

2) Метод «IsMember»

Данный метод проверяет наличие элемента в множестве, возвращает работу метода GetBit .

Ниже приведен псевдокод алгоритма:

**Функция IsMember(const int Elem) const**

{

**верунть** BF.GetBit(Elem);

}

3) Метод «InsElem»

Данный метод позволяет включить элемент в множество.

Ниже приведен псевдокод алгоритма:

**Функция InsElem(const int Elem)**

{

BF.TSetBit(Elem);

}

4) Метод «DelElem»

Данный метод позволяет удалить элемент из множества.

Ниже приведен псевдокод алгоритма:

**Функция DelElem(const int Elem)**

{

BF.ClrBit(Elem);

}

5) Метод «operator=»

Данный метод перегружает операцию присваивания (знак «=»).

Ниже приведен псевдокод алгоритма:

**Функция operator=** **(const Set &s)**

{

BF = s.BF;

MaxPower = s.GetMaxPower();

**вернуть** **неявный указатель на объект**;

}

6) Метод «operator==»

Данный метод перегружает операцию сравнения и возвращает 1 – истина или 0 - ложь (знак «==»).

Ниже приведен псевдокод алгоритма:

**Функция operator==(const Set &s)**

{

**вернуть** BF == s.BF;

}

7) Метод «operator+»

Данный метод перегружает операцию «объединение» (знак «+»).

Ниже приведен псевдокод алгоритма:

**Функция operator+(const Set &s)**

{

Set temp(BF | s.BF);

**вернуть** temp;

}

8) Метод «operator\*»

Данный метод перегружает операцию «пересечение» (знак «\*»).

Ниже приведен псевдокод алгоритма:

**Функция operator\* (const Set &s)**

{

Set temp(BF & s.BF);

**вернуть** temp;

}

9) Метод «operator~»

Данный метод перегружает операцию «дополнение» (знак «~»).

Ниже приведен псевдокод алгоритма:

**Функция operator~ (void)**

{

Set temp(~BF);

**вернуть** temp;

}

# 

# Заключение

При выполнении лабораторной работы были реализованы два класса **BitField** и **Set** позволяющие выполнять различные операции над множествами и получены навыки работы с Google Tests и Cmake.
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# Приложение

TBitField.h

#pragma once

#ifndef \_\_BITFIELD\_H

#define \_\_BITFIELD\_H

using namespace std;

#include <iostream>

#include <stdlib.h>

typedef unsigned int PP; //

class TBitField

{

private:

int TBitLen; // длина битового поля

PP\* pMem; // динамическая память битового поля

int MemLen; // кол во элементов битового поля

int GetMemIndex(const int n) const; //индекс в pMem для бита n

PP GetMemMask(const int n) const;//битовая маска для бита n

public:

TBitField(int len);

TBitField(const TBitField& bf);

~TBitField();

//доступ к битам

int GetLength(void) const; //gлучить длину колличества битов

void SetBit(const int n);// установить бит

void ClrBit(const int n);//очистить бит

int GetBit(const int n) const;// получить значение бита

// битовые операции

int operator== (const TBitField& bf);

TBitField& operator=(const TBitField& bf);

TBitField& operator|(const TBitField& bf);

TBitField& operator&(const TTBitField& bf);

TBitField& operator~(void); //отрицание

friend istream& operator>>(istream& istr, TBitField& bf);

friend ostream& operator<<(ostream& ostr, const TBitField& bf);

};

#endif

TBitField.cpp

#include "TBitField.h"

#include <stdio.h>

#include <cmath>

using namespace std;

BitField::TBitField(int len) : TBitLen(len) {

double tmp;

tmp = len / 32.0;

MemLen = ceil(tmp);

pMem = new PP[MemLen];

if (pMem != NULL)

for (int i = 0; i < MemLen; i++)

pMem[i] = 0;

}

TBitField::TBitField(const TBitField& bf) {

TBitLen = bf.TBitLen;

MemLen = bf.MemLen;

pMem = new PP[MemLen];

if (pMem != NULL)

for (int i = 0; i < MemLen; i++)

pMem[i] = bf.pMem[i];

}

TBitField :: ~TBitField() {

pMem = NULL;

delete pMem;

}

int TBitField::GetMemIndex(const int n) const { // поменять на 32 бит вместо 16 бит

return n >> 5;

}

PP TBitField::GetMemMask(const int n) const {

return 1 << (n & 15);

}

int TBitField::GetLength(void) const {

return BitLen;

}

void TBitField::SetBit(const int n) {

if ((n > -1) && (n < BitLen))

pMem[GetMemIndex(n)] |= GetMemMask(n);

}

void TBitField::ClrBit(const int n) {

if ((n > -1) && (n < BitLen))

pMem[GetMemIndex(n)] &= ~GetMemMask(n);

}

int TBitField::GetBit(const int n) const {

if ((n > -1) && (n < BitLen))

return pMem[GetMemIndex(n)] & GetMemMask(n);

return 0;

}

TBitField& TBitField :: operator=(const TBitField& bf) {

TBitLen = bf.TBitLen;

if (MemLen != bf.MemLen) {

MemLen = bf.MemLen;

if (pMem != NULL) delete pMem;

pMem = new PP[MemLen];

}

if (pMem != NULL)

for (int i = 0; i < MemLen; i++) pMem[i] = bf.pMem[i];

return \*this;

}

int TBitField :: operator==(const TBitField& bf) {

int res = 1;

if (TBitLen != bf.TBitLen)

res = 0;

else

for (int i = 0; i < MemLen; i++)

if (pMem[i] != bf.pMem[i]) {

res = 0;

break;

}

return res;

}

TBitField& TBitField :: operator| (const TBitField& bf) {

int i, len = TBitLen;

if (bf.TBitLen > len)

len = bf.TBitLen;

TBitField temp(len);

for (int i = 0; i < MemLen; i++)

temp.pMem[i] = pMem[i];

for (i = 0; i < bf.MemLen; i++)

temp.pMem[i] |= bf.pMem[i];

return temp;

}

TBitField& TBitField :: operator& (const TBitField& bf) {

int i, len = TBitLen;

if (bf.TBitLen > len)

len = bf.TBitLen;

TBitField temp(len);

for (int i = 0; i < MemLen; i++)

temp.pMem[i] = pMem[i];

for (i = 0; i = bf.MemLen; i++)

temp.pMem[i] &= bf.pMem[i];

return temp;

}

TBitField& TBitField :: operator~ (void) {

int i, len = BitLen;

TBitField temp(len);

for (int i = 0; i < MemLen; i++)

temp.pMem[i] = ~pMem[i];

return temp;

}

istream& operator>>(istream& istr, TBitField& bf) {

int i = 0;

char ch;

do {

istr >> ch;

} while (ch != ' ');

while (1) {

istr >> ch;

if (ch == '0')

bf.ClrBit(i++);

else

if (ch == '1')

bf.SetBit(i++);

else

break;

}

return istr;

}

ostream& operator<<(ostream& ostr, const TBitField& bf) {

int len = bf.GetLength();

for (int i = 0; i < len; i++)

if (bf.GetBit(i))

ostr << '1';

else

ostr << '0';

return ostr;

}

TSet.h

#pragma once

#ifndef \_\_SET\_H

#define \_\_SET\_H

#include "TBitField.h"

using namespace std;

class Set

{

private:

int MaxPower; // максимальная мощность хранения

TBitField BF; // битовое поле для хранения харктеристического вектора

public:

Set(int mp);

Set(const Set& s);// копирование

Set(const TBitField& bf);//преобразование типа

int GetMaxPower(void) const; // получение максимальной мощности

void InsElem(const int n); // включить элемент в множество

void DelElem(const int n); // удалить элемент из множества

int IsMember(const int n) const; // проверить наличие элемента в множестве

int operator== (const Set& s);// сравнение

Set& operator=(const Set& s);//присваивание

Set operator+ (const Set& s);/// включить элемент в множество

Set operator\* (const Set& s);//пересечение

Set operator~ (void);//дополнение

friend istream& operator>>(istream& istr, Set& bf);

friend ostream& operator<<(ostream& ostr, const Set&);

};

#endif

TSet.cpp

#include "TSet.h"

TSet::TSet(int mp) :

MaxPower(mp), BF(mp) {

}

TSet::TSet(const Set& s) :

MaxPower(s.MaxPower), BF(s.BF) {

}

TSet::TSet(const BitField& bf) :

MaxPower(bf.GetLength()), BF(bf) {

}

//TSet :: operator TBitField() {

// TBitField temp(this->BF);

// return temp;

//}

int TSet::GetMaxPower(void) const {

return MaxPower;

}

int TSet::IsMember(const int Elem) const {

return BF.GetBit(Elem);

}

void TSet::InsElem(const int Elem) {

BF.SetBit(Elem);

}

void TSet::DelElem(const int Elem) {

BF.ClrBit(Elem);

}

TSet& TSet ::operator= (const Set& s) {

BF = s.BF;

MaxPower = s.GetMaxPower();

return \*this;

}

int TSet :: operator== (const Set& s) {

return BF == s.BF;

}

TSet TSet :: operator+ (const Set& s) {

Set temp(BF | s.BF);

return temp;

}

TSet TSet :: operator\* (const Set& s) {

Set temp(BF & s.BF);

return temp;

}

TSet TSet :: operator~ (void) {

Set temp(~BF);

return temp;

}

istream& operator>>(istream& istr, Set& s) {

int temp;

char ch;

do { istr >> ch; } while (ch != '{');

do {

istr >> temp;

s.InsElem(temp);

do { istr >> ch; } while ((ch != ',') && (ch != '}'));

} while (ch != '}');

return istr;

}

ostream& operator<<(ostream& ostr, const Set& s) {

int i, n; char ch = ' ';

ostr << "{";

n = s.GetMaxPower();

for (i = 0; i < n; i++) {

if (s.IsMember(i)) {

ostr << ch << ' ' << i;

ch = ',';

}

}

ostr << " }";

return ostr;

}

Main.cpp

#include "TSet.h"

#include <iomanip>

#include <conio.h>

int main(int argc, char\* argv[])

{ int n, m, k, count;

setlocale(LC\_ALL, "Russian");

cout << "Тестирование программы поддержки множества" << endl;

cout << " Решето Эратосфена" << endl;

cout << "ВВедите верхнюю границу целых значений ";

cin >> n;

Set s(n + 1);

// заполнения множества

for (m = 2; m <= n; m++)

s.InsElem(m);

//проверка до sqrt(n) и удаление кратных

for (m = 2; m \* m <= n; m++)

// если m в s, удаление кратных

if (s.IsMember(m))

for (k = 2 \* m; k <= n; k += m)

if (s.IsMember(k))

s.DelElem(k);

//оставщиеся в s элементы - простые числа

cout << endl << "Печать множества простых чисел " << endl;

count = 0; k = 1;

for (m = 2; m <= n; m++)

if (s.IsMember(m))

{

count++;

cout << setw(5) << m << "";

if (k++ % 10 == 0) cout << endl;

}

cout << endl;

cout << "В первых " << n << " числах " << count << " простых " << endl;

\_getch();

return 0;

}